
  

1 
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data models and ACID principles 
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1. Introduction to Relational Databases 

When implemented according to the model proposed by E. F. Codd in 1970, 

databases and their management systems are said to be relational, hence the 

term relational model. Codd showed that relational databases have significant 

advantages over previous hierarchical and network models. Relational 

modelling is the foundation of relational databases [1-3]. It provides the basis 

for a high-level data language that can be used both by end users and by 

application developers, and also supports the design of user views. The 

relational model is the basis of the Structured Query Language (SQL), the 

universal standard today used to query, manipulate, and maintain a relational 

database [2,4]. 

Routines operate on tables, or relations, as a set, or all at once. The indexes play 

the role of gathering related rows in a specific order along with tonguing and 

combining column values. Initially a product of the academic community (e.g., 

IBM System R and the INGRES project), relational databases quickly became a 

predominant mainstay of the information industry. Commercial products were 

supplied by Oracle, Sybase, Informix Systems, Ingres Corporation, IBM, and 

other companies. Now, with the large number of different database products to 

choose from, users can select the one that best fits their requirements, regardless 

of company size. 
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Fig 1. SQL Foundations and Modern Architectures 

2. Core Concepts of Relational Databases 

A relational database is a collection of data items organized as a set of formally 

described tables from which data can be accessed or reassembled in many 

different ways without having to reorganize the database tables [5-8]. The 

ANSI/SPARC Architecture for a Relational Database shows three database 

levels — external, conceptual, and internal — and three database schemas that 

correspond to these levels. Database schemas are normally stored in a data 

dictionary. The conceptual level deals with logical structure for the whole 

database. The external level interacts with users through application programs. 

The internal level makes physical storage decisions. 

2.1. ACID Properties 

ACID properties (Atomicity, Consistency, Isolation, and Durability) are a key 

concept in SQL-compliant relational database systems. They ensure that the 

database remains consistent when handling transactions, concurrent access, and 

machine failures [6,9]. They form the foundation of relational database systems 

and have shaped their design and implementation. 

The ACID properties ensure that a transaction is treated as a single logical 

operation that either completes entirely or fails entirely (Atomicity). The 

database must always be consistent, going from one valid state to another 

(Consistency). Transactions do not interfere with each other (Isolation). 



  

3 
 

Committed transactions are permanent, even in the presence of failures 

(Durability) [10-12]. Although ACID properties do not appear directly in the 

SQL language, all SQL-compliant relational database management systems 

(RDBMSs) have some mechanism to support them. 

2.2. Normalization Techniques 

Database normalization is the process of efficiently organizing data in a 

database. The main aim of normalization is to add, delete, or modify fields that 

can be made in a single table. It also removes redundant data as much as 

possible to allow referring to that data through the relationship. Database 

normalization splits the attributes of a relation into smaller relations to achieve 

data integrity and reduce data redundancy. 

Normalization of the relational database occurred in the 1970s as an extension 

of E. F. Codd’s relational model. Normalization is usually accomplished by 

determining a set of functional dependencies that describe the attribute behavior 

within a relation. Then, based on good heuristic rules, the relations involved in 

these dependencies can be decomposed into smaller and well-structured 

relations. The attribute condition that determines the normal form of the relation 

depends on some of the FDs that the relation satisfies. 

Although the normalization aims to minimize redundancy by splitting relations, 

the retrieval of the relevant data would require joining of most of the relations. 

The relation produced by joining can be much larger than the base relations 

because of the properties of the join operator. Join is an expensive operation 

that uses a lot of resources such as CPU, memory, and network. Hence, an 

important measure of a relational database scheme is its ability to reduce the 

number of join operations required for the most common retrieval transactions. 

2.3. Indexing Strategies 

The ensuing quest for speed and simplicity led to the consolidation of the 

relational model and the SQL language as the industry standard. Both emerged 

in the early 1970s, shortly after E. F. Codd published his seminal paper on the 

relational model (Codd, 1970). However, at first, not everyone accepted the 

relevance and feasibility of the relational model. Edgar F. Codd himself, who 

was absolutely convinced of its merits, recognized this situation and took 

proactive steps to encourage its adoption. 

In 1973, Codd published a feature list of functions for a relational database 

system. It included much of the functionality found today, albeit without any 

attempt to prioritize or even group the items. The list served as a reference to 
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help developers evaluate their RDBMS implementations against a common 

framework. Meanwhile, recognition of the model's commercial potential 

gradually took hold in the industry. Relational database management systems 

offer tremendous advantages over many alternative databases, such as 

hierarchical and network databases. These advantages include data 

independence, built-in integrity constraints, powerful query faculties, and 

simplicity. 

3. SQL vs. NoSQL: Choosing the Right Tool 

The relational model proposed by Edgar Codd gained popularity through the 

creation of Structured Query Language (SQL) by Donald D. Chamberlin and 

Raymond F. Boyce in the early 1970s. The first implementation of the 

relational model was made by IBM. Relational databases employ a tabular 

structure, with each column referring to a named attribute and each row 

establishing a relationship between the attributes [7,13-16]. Data elements are 

required to be of a given data type, and values are required to be of the proper 

type for a given attribute; the database schema is designed and outlined before 

data can be entered. Each row is given a primary key that must contain a unique 

value for each row of the table, and rows can also be given a foreign key, 

referencing the primary key of another table within the database. SQL is used to 

create and query data elements and establish relationships between them. 

Transactions are organized into tables to provide data independence and the 

physical representation of the data. 

The emergence of services offered through the Internet led to the development 

of web applications and database systems. The novelty of these applications 

was that the data exchanged belonged to the users but was stored on the service 

providers' servers; these applications therefore must be scalable. Systems 

cannot be easily modeled through the relational model, especially those systems 

that establish relationships of arbitrary levels between records, such as Internet 

telephony and Instant Messaging. Key-column value stores, graphic databases, 

and distributed databases have been developed to model such relationships 

more easily, providing better data representation and consequently more 

efficient processing. As a result, the SQL model has been abandoned for many 

applications; new database systems are usually referred to as NoSQL to 

differentiate themselves from traditional relational databases. 



  

5 
 

3.1. Understanding SQL 

Structured Query Language (SQL, sequel) is a domain-specific language used 

in programming and designed for managing data held in a relational database 

management system (RDBMS), or for stream processing in a relational data 

stream management system (RDSMS) [2,17-19]. It is particularly useful for 

handling structured data, where there are relations between different 

entities/variables of the data. SQL offers two main advantages over older read–

write APIs, such as ISAM or VSAM. First, it introduced the concept of 

accessing many records with one single command. Second, it eliminates the 

need to specify how to reach a record, e.g., with or without an index. 

Despite being very successful language, SQL is often criticized for both some 

of its early design choices and its treatment of inconsistencies in the relational 

model [3,20-23]. It has been labeled a "non-comprehensive" and "quirky" 

language. As a database language, it is both an ANSI and an ISO standard, but 

neither the standard nor the supported language in commercial and open-source 

database systems completely follow the relational model. Despite these 

criticisms, SQL remains the most widely used database language. 

3.2. Understanding NoSQL 

The rise of online services that handle massive data volumes has emphasized 

scalability and high availability and de-emphasized atomicity. Relational tables 

modeled as key–value pairs are the basis for data storage in many NoSQL 

systems. The most famous of them is Google’s Big table, which was described 

in a published paper, and the Google File System. The Google File System is a 

loosely coupled, fault-tolerant cluster of machines that stores huge amounts of 

data. This white paper was followed by another, describing the Big table 

system. Big table stores data sorted and indexed by a row key, a column string, 

and a timestamp. 

Many companies have built their own implementations of the concepts defined 

by Big table, some of them even open sourcing their code. Amazon’s Dynamo 

is a key–value pair database that emphasizes horizontal scalability, fault 

tolerance, some data availability, and eventual consistency. Dynamo was 

described in a published paper, and many implementations exist. Facebook 

developed Cassandra, which is based on ideas from both Big table and 

Dynamo, and released it as open-source software. It is designed to handle large 

amounts of data across many servers and provides high availability with no 

single point of failure. 
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3.3. Use Cases for SQL 

A wide array of data-management problems can be addressed with the SQL 

language and its relational-database environment [9,24-26]. Designers of 

information systems use SQL when modeling the real world of their domain 

area as a collection of relations. Web developers use forms and CGI script to 

build transactional Web services on top of a database engine. For example, a 

Web site might allow someone to query the name and location of a restaurant 

throughout the world or set up a personal calendar that reminds the customer of 

airline flights and visits to the dentist. Businesses rely on SQL databases to 

store information about employees, customers, and the production process. SQL 

is also the preferred tool for analyzing business growth and market-share trends. 

Data miners rely on SQL to query vast amounts of information to guide 

strategies in sales, production, and other domains. With the advent of software 

as a service, a customer can rent access to a database engine on the Internet 

rather than installing the database software. 

Many of today’s telephone services—such as voice mail, call waiting, call 

forwarding, and 800-number routing—rely on databases that are frequently 

updated and accessed in real time [27-29]. Document indexes that track 

keyword entries in a supercomputer cluster require a high level of concurrency. 

Warehouse managers profit from hardware components designed to fit together 

like Legos, added easily as the need for more data storage arises. Database 

designers have also found the concept of views to be quite effective: Here, 

views serve like virtual tables often that can be based on the instruction style as 

well as physical hierarchy of the queries need derived from one or more base 

tables. This technology is very useful in building a modern Web-service 

architecture. 

3.4. Use Cases for NoSQL 

Relational databases have been the dominant form of databases for more than 

40 years. Structured Query Language (SQL) is the most widely used 

programming language for manipulating them. Amazon's Relational Database 

Service (RDS) supports six popular commercial and open source databases: 

Microsoft SQL Server, Oracle, MySQL, MariaDB, PostgreSQL, and Amazon 

Aurora. Amazon Aurora, a new open source database, is more cost-efficient and 

delivers performance comparable to high end commercial databases. On the 

other hand, several prototypes of different commercial NoSQL databases have 

been implemented recently, California Modernized Automated Delivery System 

(CalMars) being one example. In their implementation, data were stored in 

Accumulo, a key-value pair store. 
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Relational databases have been used largely in individual business applications 

that must handle various sales and distribution transaction data. These databases 

are required to enforce the ACID properties: Atomicity, Consistency, Isolation, 

and Durability. However, supporting applications such as Web 2.0 social 

networking, building cyber-physical networks, and the Internet of Things (IoT) 

require very large datasets with ultra-high- availability and disaster-recovery 

capabilities, as well as the ability to provide fast response and answer ad hoc 

queries. Both RDBMS and NoSQL, the two major classes of database 

management systems today, fail in one or more of these requirements. 

Specifically, an RDBMS is very expensive in storage, fails to provide very high 

availability in the face of disasters, and answers ad hoc queries slowly. 

3.5. Comparison of SQL and NoSQL 

The short summary was mentioned above: SQL enforces a rigid schema, while 

NoSQL databases allow for a flexible schema and support horizontal scaling. 

The list can certainly be expanded, using information from Crosman [196] and 

applicants who make such a comparison, for example, Hossain et al. [197]. The 

write operations are always served by a single node in an ideal “SQL 

environment,” which uses a B-Tree structure to index the records of a table. 

Index creation and shard key design should be well thought out, because as 

soon as the responsibility of serving writes has been shared by multiple nodes, 

the implementation steps to allow growth can be very complex. Vertical scaling 

is used to store more data on a single server, but the impacts of the write lock 

need to be considered. This lock prevents more than one write operations from 

being served concurrently. Based on the data required to be stored in the 

database, the design of the schema also requires detailed attention. Imposing a 

rigid schema logic does not allow any room for growth without a significant 

schema alteration. 

NoSQL databases that support horizontal growth are called “distributed,” which 

means that each insert operation is served by the assigned node and the 

responsibility of the write serving grows with the number of nodes [30-32]. 

These systems address the write lock restriction that currently exists with SQL. 

A flexible schema allows anything to be inserted in any collection at any time. 

Horizontal scaling also requires data duplication among the nodes, and this 

replication process yields the challenges of consistent read and delayed update. 

Consistent read means reading the same copy that was updated, and delayed 

update means that the modification operation has not yet propagated to all 

nodes. These two situations may be fulfilled by either the CAP theorem or the 
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BASE properties. All of these properties need to be balanced when designing 

the system. 

4. Cloud SQL Architectures 

Cloud SQL refers to the implementation of SQL relational databases within 

public cloud environments. Offering services such as Amazon RDS, Azure 

SQL Database, and Google Cloud SQL, cloud-hosted database engines build 

upon traditional foundations while addressing the demands of modern use 

cases. This exposure reveals the diversity of SQL database implementations and 

their key roles in database management systems. 

Amazon RDS (Relational Database Service) supports several database engines, 

including MySQL, MariaDB, Oracle, Microsoft SQL Server, PostgreSQL, and 

the proprietary Amazon Aurora. The service combines multiple versions and 

editions in a fully managed, multi-AZ deployment. Azure SQL Database, a 

modular cloud-service based on Microsoft SQL Server, offers both single and 

pooled databases within elastic database pools. Meanwhile, Google Cloud SQL 

provides a fully managed service for relational databases on the Google Cloud 

Platform, currently encompassing MySQL and PostgreSQL. 

4.1. AWS RDS Overview 

Amazon Web Services (AWS) is a leading cloud computing platform that 

offers a wide range of computing services including infrastructure as a service 

(IaaS), platform as a service (PaaS), and Software as a Service (SaaS). Offering 

more than 80 services, AWS boasts a client list including Netflix, Siemens, 

Samsung, NASA, Hearst Corporation, 21st Century Fox, Turner, British 

Airways, Comcast, Virgin Atlantic, and more. These services serve all kinds of 

businesses, from government agencies to startups. The AWS cloud offers 

flexible, reliable, scalable, easy to use, and cost-effective cloud computing 

services. 

Amazon Relational Database Service (RDS) is part of Amazon’s cloud 

computing platform. It is a distributed relational database service introduced in 

2009. It is a web service that makes it easier to set up, operate, and scale a 

relational database in the cloud. It provides cost-efficient and resizable capacity 

while managing time-consuming database administration tasks such as 

hardware provisioning, database setup, patching, and backups. It fosters greater 

than 99.95% availability for Multi-AZ database instances. Its purpose is to 
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simplify the provisioning, operation, and scalability of a relational database for 

use in applications. 

4.2. Azure SQL Overview 

Microsoft Azure SQL is a family of Azure database services related to SQL. It 

includes the Azure SQL Database managed database service, Azure Managed 

Instance managed instance service, and SQL Server Stretch Database service. 

Azure SQL Database is a managed cloud database provided as a service 

offering of Microsoft Azure. It is based on the Microsoft SQL Server Engine, 

provided as a service that abstracts and handles most database management 

functions such as upgrading, patching, backups, and monitoring without user 

involvement. Microsoft manages all aspects of a SQL Database except data and 

objects stored in the database. Users are free to create databases on the SQL 

Database server as needed, and two service tiers for each database – Basic and 

Standard – provide different levels of cost and performance. 

4.3. Google Cloud SQL Overview 

In the realm of cloud SQL architectures, Google Cloud SQL stands out by 

delivering fully managed MySQL, PostgreSQL, and SQL Server databases in 

the cloud. Cloud SQL handles replication, patch management, and failover, 

minimizing operational overhead while ensuring rapid response times for both 

OLTP and OLAP workloads. It can be used as the primary data repository for 

moving an on-premises relational database to the cloud or as a backend for 

modern serverless and mobile applications. The fully managed nature of Cloud 

SQL allows developers to focus on building applications rather than managing 

databases. 

All three relational database engines are available on Google Cloud Platform as 

Cloud SQL instances. Google Cloud SQL offers enterprise-grade networking 

and security features such as private IP, customer-managed encryption keys, 

and database flags. The platform balances scalability and high availability, 

enabling organizations to scale their infrastructure seamlessly without 

downtime. Although Cloud SQL primarily caters to OLTP workloads, it can 

also support OLAP queries, offering a degree of versatility for various 

analytical tasks. 

4.4. Comparative Analysis of Cloud SQL Solutions 

Relational databases are engineered to ensure the ACID properties, a feature 

lacking in NoSQL implementations. Normalization techniques guarantee that 

data conforms to a defined schema, thereby avoiding duplication and enhancing 
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storage efficiency—attributes not prioritized by NoSQL databases. Moreover, 

indexing capabilities facilitate rapid record searches, a function not available in 

NoSQL architectures. 

Cloud SQL offerings from the three major cloud providers—AWS RDS for 

PostgreSQL, Azure SQL Database, and Google Cloud SQL—exemplify how 

foundational principles are implemented within new database architectures. The 

following table summarizes the key features of these managed relational 

database services to provide a clearer comparative perspective. 

5. Future Trends in Relational Databases 

Relational databases represent the longest-lived of all modern software 

constructs. For many years advancing hardware capabilities, especially 

improvements in processor speed, disk speed, and disk capacity, outpaced the 

capabilities of their software. The performance delivered by these hardware 

improvements seemed to mask the presence of software limitations, making all 

that more important the design of the underlying data structures. As a result, 

architects of database systems could focus on the logical issues of data 

management without worrying excessively about the physical aspects. The past 

decade, however, has seen a reversal of that balance of power. One can no 

longer assume that hardware advances are sufficient. That shift has made 

database architects reexamine fundamental algorithmic and data-structure 

design choices. 

The project described here supports the movement toward a new architecture 

for a relational database system. Its goal is twofold. First, it focuses on the 

design of indexing mechanisms that are tuned for modern processors. Second, 

the overarching organization of the component algorithms is reconsidered. A 

novel implementation strategy is proposed that decouples the architecture of the 

algorithms from the schema of the relations on which the operations are being 

performed. This decoupling enables an array of additional optimization 

techniques capable, in turn, of delivering increased performance. 

5.1. Emerging Technologies 

The idea of tables also emerged early in the history of computer science, 

notably in the creation of Charles Bachman’s Integrated Data Store, albeit 

without the rigor of a formal mathematical foundation. Relational Models were 

proposed independently by Hugh Darwen, who credits Chris Date with many of 
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the formal foundations. Moreover, tables supported by Codd’s Relational 

Model have become a standard component of the overwhelming majority of 

existing mission-critical operational and analytical data management systems. 

One reason for this success is the power of the Structured Query Language 

(SQL) in instructing the DBMS to perform at-scale data transformations. These 

queries often take the form of database views, which render the data in a 

different way to the user, without physically regenerating the data [9,33-34]. 

They are widely used across several “user-facing” relational systems for a 

variety of usage scenarios such as: (i) security and access control; (ii) 

simplification of queries or derived attribute calculation; and (iii) 

materialization of complex queries for performance reasons. However, modern 

DBMS architectures do not support permanent, shared, splitting of query 

definitions. 

5.2. Impact of AI on Databases 

The concept of relational databases was first proposed by Edgar Codd in a 1969 

paper published when he was still working at IBM. Although IBM was 

remarkably fast in implementing the concept, it took a while for the industry 

and users to realize the importance of the technology in evolving the database 

architecture. Today, most databases use what is known as a structured query 

language, or SQL. SQL is simply used to interact with the relational database 

by writing queries such as "SELECT," "UPDATE," or "DELETE." These 

commands in SQL can fetch data from multiple tables in the database and 

organize it in the desired format. 

The term curriculum vitae (CV) is Latin for "life course," which distills the 

purpose of a CV: it's a comprehensive record of one's professional career and 

achievements. It offers an extensive review of professional experience gathered 

over many years and serves as background information for a comprehensive job 

application, often necessitating adaptations for specific positions or institutions. 

Therefore, alongside education and training, the CV should highlight the most 

relevant skills and knowledge pertinent to the applied position, laying the 

foundation for the forthcoming letter of motivation. As the Artificial 

Intelligence (AI) revolution clearly demonstrates, AI cannot fully replace 

human beings. Despite the fact that ChatGPT produces perfect SQL queries, the 

developer must possess sufficient knowledge and skills to review the generated 

query adequately. 
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5.3. Scalability Challenges 

With the increasing size and importance of databases, scalability started to pose 

problems. Oracle 6 supported binding a SQL statement to a cursor so that it was 

precompiled on the database server before execution and could be parsed, and 

optimized only once, and made it possible for a program to open multiple 

cursors. These features were part of Oracle's application program interface 

called Pro*C; later, similar APIs, called Embedded SQL, were also supported 

by other database companies. Oracle 7 added bind variables, which are 

variables bound to the SELECT-LIST and WHERE-LOCATION of a cursor. 

A database is scalable if an increase in data volume or in concurrent users does 

not cause an equal degradation in performance. Lack of scalability can be 

caused by any number of factors. Compaq, Intel, and Microsoft designed a 

database optimized for warehouses of all sizes, ultimately handling multi-

terabyte–multi-user warehouses, running on affordable industry-standard 

platforms. When implementing scalability, they looked at factors such as the 

following: efficiency of basic SQL and Transaction processing, archive and 

backup operations while the system is still running, auto reorganization, sharing 

of I/O resources for multiple database operations, the automatic use of new 

CPUs when added, and the ability to spread the table data across multiple disks. 

6. Case Studies in Database Evolution 

Relational or SQL database engines compile query statements into an execution 

plan made up of a tree of operators. Each operator accepts one or more input 

tables and produces an output table to be pushed to the next operator. Rows 

within the table can be processed in any order as long as the final answer is 

faithfully produced. The execution strategy can be either iterator mode or 

batched mode—the latter often leads to better instruction cache locality, can 

exploit SIMD instructions, and leads to improved CPU register locality. 

Relational approaches have also been explored in functional programming 

languages, and the same idea applies to any list-processing language such as 

LINQ. 

Despite the ORM hype around GraphQL, REST, and NoSQL, the industry is 

slowly adopting a near-standard meta-framework for describing and querying 

software metadata. Traditional complex domain objects are being broken down 

into flat relational structures, with data access described in a REST datamodel. 

Functions are added to the datamodel, with batch and endless mode streaming 
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queries expressed as metaSQL. The table/functions scheme aligns naturally 

with ORM and has already been implemented for at least Oracle, MSSQL, 

Greenplum, and Snowflake—any of which can be used as the meta-model 

repository. 

6.1. Successful SQL Implementations 

SQL’s success can be measured by the ease with which a new relational DBMS 

can incorporate the language and product-oriented features into existing 

products or products being developed. One of the reasons for the success of 

SQL is the commitment of vendors and users to the language. Users demanded 

it and vendors eventually recognized the wisdom and agreed to support it. It 

was a laborious process that eventually proved productive. 

The SQL language was first implemented by Oracle in 1979; IBM then 

supported SQL after the language became a formal standard. Most other 

vendors have followed suit and now offer SQL support of some kind. IBM 

developed a product, System R, to support SQL and other features and used that 

implementation as the basis for future development of DB2. Other 

implementations have also been created with different architectures for DBMSs 

for both relational and nonrelational databases. Oracle, Ingres, and Sybase are 

full function commercial relational DBMSs. DB2 is the first commercial 

relational DBMS for mainframes; for a mainframe relational DBMS, SQL is 

essential. The SQL/DS product is designed to run on a lower-end mainframe. 

6.2. Successful NoSQL Implementations 

The rise in relational database sizes and demand for quicker responses led to the 

distribution of databases. While relational databases can be distributed, there 

are limitations. The relational model's properties restrict database distribution. 

For instance, relations don't define the distribution structure, and relations don't 

guarantee that records in tables of the same database will be physically stored in 

the same machine, so operations defined in the relational algebra are not 

optimized for the distribution aspect. Throughout history, most databases used 

in large multinational companies have been relational due to the robustness and 

maturity of the model. The big drawback for relational models at that time was 

the following. In relational databases, a lot of calculations were done internally. 

On the other hand, in the early stages of the internet, databases were growing 

and shrinking in very short amounts of time. This was a big drawback, so 

experts began thinking about ways to speed up database processing. 

The first NoSQL database was called Change Set, which was developed by 

Carlo Strozzi in 1998. Subsequently, in 2003, Amazon developed the Dynamo 
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database, focusing on availability and partition tolerance. A year later, Google 

developed BigTable. Also, in 2008, Google released Google GFS. In the same 

year, Facebook started development of the Cassandra database in C++ and Java. 

After these developments, many new databases emerged, supporting various 

storage types such as Document, File, Graph, and Key-Value. 

6.3. Lessons Learned from Failures 

SQL was designed in the 1970s by personal preferences of its designers and the 

current trends in Artificial Intelligence research, that suggested the usage of 

predicates for querying and rules for inferencing. There are very serious reasons 

why the creators of the Relational Model did not use logic for querying or 

inference. 

Consider for example the query Which suppliers supply some red part? The 

English words some nowhere appear in the relational query. It is a recurring 

pattern in Relational Algebra that seemingly simple English statements have to 

be specified in a much lengthier, more complicated form. This is because the 

formalism of first-order predicate logic satisfies the condition that every sub-

formula with free variables correspond to one defined relation. Indeed, it 

requires that every well-formed formula contain no free variables: either it 

corresponds to truth values, or it is syntactically ill-formed. Also, it cannot 

express the operation of closure that rules in deductive reasoning require, and 

that allows—for example—queries such as Which suppliers supply directly or 

indirectly every part manufactured in London. 

Contrast the formalism of SQL with the natural expression of the same query 

English. If SS is the supply relation and SP is the ship relation 

select S.sname from SS as S where exists( select * from SP as T where T.sno = 

S.sno and color = 'red') 

no existing apples of the same variety. Watermelons have a black interior color. 

All existing apricots have a yellow skin. Eight varieties of apples have the same 

color in the peel and in the inside. No sandy apple exists. 

7. Best Practices for Database Management 

Every database tends to develop a certain style or approach, in particular 

because of the rapidly increasing number of features supported by modern 



  

15 
 

database systems and the demands of different application areas. However, 

some basic principles still hold for all systems. 

Normalizing the information stored in a relational database—each item of 

information should be stored in precisely the right place—preventing multiple 

potential sources for updates and inconsistencies introduced as a result. The 

objective should be to try to ensure that every piece of information in the 

database is in exactly one place and that every fact stored in the database has its 

own unique place. Database normalization, a process that is supported by a 

comprehensive set of theoretical results, fulfills these requirements. 

Use SQL programming within the database rather than manual programming 

outside it—this conserves the load on the communication system and makes use 

of the indexing available within the system. It also tends to make the final 

system easier to maintain and enhances the security of processing. 

7.1. Performance Optimization 

Database Management Systems (DBMSs) and Database Applications have 

existed for almost half a century, yet performance optimization remains an 

indispensable topic in the field [35-38]. The first relational DBMS based on 

SQL, System R, was developed at IBM in the 1970s. The implementation of 

System R took approximately five years and involved about fifty people. SQL 

is a declarative language, akin to logic programming: the user formulates a 

query but does not specify an execution method. 

SQL queries undergo transformation, optimization, and compilation into 

execution plans that access the base tables, producing the desired query 

answers. Today, DBMSs are omnipresent, catering to government agencies, 

banks, insurance companies, manufacturing firms, among others. Modern 

DBMSs accommodate thousands of concurrent users, achieving response times 

measured in seconds and transaction throughputs in the tens of thousands per 

second. Such performance is attained through a confluence of factors, including 

Moore's Law, High-Performance Computing, High-Performance Architectures, 

High-Performance Software Systems, and High-Performance Algorithms. 

7.2. Security Considerations 

SQL fulfills the access-control requirements of relational databases through 

three types of security mechanisms: (i) to regulate the visibility of relations (and 

of columns of a relation), SQL provides views, authorization ratings, and a 

GRANT operation; (ii) triggers allow the database manager to respond to 
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events; and (iii) integrity constraints enforce conditions on data that SQL's type 

system cannot specify. 

In the relational model, a table's name is meaningful and therefore must be 

unique. Different users can be permitted to see separate subsets of the columns 

of a relation. The combination of these two guarantees denies unauthorized 

users any guess as to the semantics of the columns they cannot see. In SQL, 

these objectives are accomplished by views: a view is a standing query, stored 

as a virtual table. Like all queries, it has a name, and its columns can be named. 

Authorization ratings are associated with views, as are the base tables. The 

GRANT/DENY statement determines the rating. 

7.3. Backup and Recovery Strategies 

A backup system protects a database against media failure. If the storage 

medium of a database becomes faulty, the data stored on the medium is lost. 

The backup database is a copy of the database that is written to a different 

storage medium, so that the backup information survives the media failure. The 

database generally uses an off-site copy of the backup to recover the original 

database. The basic backup procedure involves making a copy of the database 

which is transferred to a backup location. In addition to the backup of database 

files, the database needs to make backups of logs. The log records the 

modification operations that were performed on the database. When a database 

is recovered, the modifications are again applied to the data, until it reaches the 

state before the failure. 

Recovery of a database is a procedure that reconstructs the database. After a 

database manager detects a deadlock, and rolls back one or more transactions, it 

recovers the database. Recovery is also necessary after a system failure or 

media failure. Often one of several processes of a transaction updates the 

database so that changes made by the earlier steps of the transaction are written 

to the database. If the transaction fails in between, the changes may persist in 

the database. Recovery resets such changes made by incomplete transactions 

and restores the database to a consistent state. Recovery ensures Atomicity and 

Durability. 

8. Conclusion 

The stable nature of the relational model contributes significantly to the success 

of relational database management systems. Users can continue to issue the 
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same SQL queries issued many years ago; however, physical relational 

database management systems can and do change, adapting to technology 

changes and usage scenarios. 

Object-relational features have experienced little adoption due to an inadequate 

match with application-typical object-oriented programming languages and 

styles. Relational extensions of the kind represented by database web 

integration and OLAP (on-line analytic processing) received much more 

attention. OLAP has matured into an interesting subfield of research, with 

dedicated DBMS products and work on SQL extensions. 
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